Can Patterns Be Harmful?

by Alan Shalloway

Let me answer this question unequivocally. It depends. Figured out I’m a consultant yet? Actually, let me explain. It does depend. It depends on what you think patterns are. Many people have a misunderstanding of patterns, and for those people, patterns can be harmful. However, when people get past their early understanding of patterns and come to comprehend them in a richer way, patterns cannot be harmful. This article will explain both views, so I think that by the end of it, I will have answered the question unequivocally.

THE STRATEGY PATTERN

First, let’s start by examining why patterns can be harmful for someone with an incomplete understanding of design patterns in general. A common definition for a pattern is “a solution to a problem in a context.” In the software community, finding patterns means looking for commonly recurring problems that occur in similar situations (the context). If there is a set of high-quality solutions that take a similar approach to solving the problem, a pattern may be identified.

For example, the recurring problem that the Strategy pattern solves often occurs when your software has several algorithms available to use. If one object is tasked with both using the algorithms and choosing which one to use, that object might have to manage too many things. As more algorithms become available, the object becomes more complicated even though it really isn’t adding any additional functionality (its management of the varying algorithms is just getting more complex). The context is that the object using these different solutions should not be coupled to which one it is using at any particular time. This allows more flexibility from run to run and enables you to add new algorithms as needed. The common solution is to treat all of these algorithms in a similar way (making them interchangeable). This entails having all the algorithms implement a common interface and then invoking them through this interface.

The solution is often thought of as:

1. Making all the algorithms have the same interface.
2. Separating the tasks of “using algorithms” from “choosing which algorithm to use.” (In the pattern nomenclature, the using object is the Context and the object calling the Context is the Client. You transfer the role of choosing which algorithm to use from the Context to the Client.)
3. Making the Client pass a reference to an algorithm to the Context, thereby freeing the Context from any decisions about which algorithm to use.

This solution fixes the problem because you can now add more and more algorithms without increasing the complexity of the Context object. This is a proper use of the Strategy pattern. Later we’ll see a case of an improper use of the Strategy pattern. Examples of a Strategy pattern design and an implementation for a class that needs to be able to perform different kinds of encryption are shown in Figures 1 and 2, respectively.

In this example, we have a Configuration object that knows which algorithm to use. It could just as well have been the Client object that knows which algorithm to use. The Strategy pattern doesn’t explicitly state which object actually knows which algorithm to use, but it does imply that the Context object doesn’t know. This doesn’t add any complexity to the system, however. Somehow, the problem domain will give an indication of which algorithm to use. The Strategy pattern tells you to take advantage of this and to
put this logic outside the scope of the using object.

**WHAT ARE PATTERNS REALLY ABOUT?**

Many people believe that the Strategy pattern says, “When you have a set of potential algorithms to use, create an interface for all of the algorithms and have the class that uses the algorithms receive a reference to a specific algorithm from a Client object.” This shows the problem in a context and shows how the problem is solved. It boils the pattern down to a class diagram solution, detailing which class or object contains what.

The difficulty is that the pattern is not the sum of the problem, the context, and the solution — the pattern is really about how the forces in the problem occurring in this context relate to each other and can be resolved. It is the relationship of these three issues — problem, context, solution — and the possible resolutions of them; that is really what the pattern is about.

Christopher Alexander\(^1\) states as much at the end of *The Timeless Way of Building* when he says:

> At this final stage, the patterns are no longer important: the patterns have taught you to be receptive to what is real [1].

\(^1\)Christopher Alexander is the architect often credited with inspiring many experts in the software community to investigate patterns in software. His books *A Pattern Language* [2] and *The Timeless Way of Building* [1] offer tremendous insights to the software design patterns community.

In my classes I joke that instead of telling me this on page 545 of a 549-page book, Alexander could have told me on page 2 and saved me a lot of reading! However, I go on to say that by the time someone reads this, he or she already knows it to be true. The patterns aren’t important — the forces in the problem domain and how to resolve them are.

Of course, at this point, I haven’t shown anything wrong with using the Strategy pattern. Before I do, however, I would like to extend our knowledge of patterns. Then we can see both how misusing a pattern can be harmful and why it is truly a misuse that is causing the problem, not the pattern itself.

**PATTERNS AS FORCES**

As a first step in shifting our view from the implementation of the Strategy pattern to the forces of the Strategy pattern, let’s look at the primary mandates of the “Gang of Four.”\(^2\) Not surprisingly, the Strategy

---

\(^2\)The “Gang of Four” is a sobriquet for Erich Gamma, Richard Helm, Ralph Johnson, and John Vlissides, authors of *Design Patterns: Elements of Reusable Object-Oriented Software* [4].
pattern reflects all of these mandates:

1. Program to an interface, not an implementation.

2. Favor object composition over class inheritance.

3. Consider what should be variable in your design. Focus on encapsulating the concept that varies [4].

**Program to an interface, not an implementation.** Essentially this means considering the object you are dealing with as a black box. Do not consider how it does its tasks, just consider the interface (set of public methods) that it allows you to use. This is very consistent with Bertrand Meyer’s notions of “Design by Contract” [6]. The Strategy pattern follows this approach because each algorithm can only be accessed by its interface. The Context object is not aware of any algorithm’s implementation.

**Favor object composition over class inheritance.** When learning object-oriented design, many developers are taught that when an alternative way is needed to accomplish something, inheritance should be used. In other words, if you have a class Chip that gets a status of a hardware component, stores it in a string, encrypts that status and then transmits it, you can add a new kind of encryption by subclassing Chip and overriding the encrypt method (see Figure 3). This works well for handling one variation. However, if something else starts to vary (say, how you transmit the status or whether you need to compress it before encrypting), you get an exponentially increasing number of possible combinations. Using inheritance alone will require a correspondingly large number of classes (one for each combination). In older code, we often find an increasingly complex inheritance hierarchy handling many, many special cases and becoming more brittle and harder to change as time goes by.

On the other hand, if you use the Gang of Four’s suggestion, you would have the Chip object contain a reference to an object that handles the encryption for you (see Figure 4). This would allow you to use polymorphism (or any other method of handling variation) to handle different encryptions. If you have other functional variations as well, you could create a reference to each varying object. If you are also following the “design-to-interface” mandate, you can create as many references as needed without greatly increasing complexity.

Some people point out that both cases use inheritance, and that is correct. Notice, however, that in Figure 3 you use inheritance on Chip directly, while in Figure 4 Chip contains a reference to Encryption, which uses inheritance. Therefore, from Chip’s perspective, you achieve the variation in encryption methods through inheritance in Figure 3, while in Figure 4 you use containment on the Encryption object.

Essentially, in the first case you are using inheritance to specialize Chip, while in the second case you are using it to categorize the various encryption algorithms under a common type.

**Consider what should be variable in your design. Focus on encapsulating the concept that varies.**
This mandate was a bit confusing to me at first. To me, encapsulation meant “data hiding.” But to the Gang of Four, it means something else: encapsulating the concept that varies is encapsulation of type. Notice in Figure 1 how the Client object has no coupling to the fact that the different concrete implementations (AlgorithmOne, AlgorithmTwo, AlgorithmThree) even exist. Their existence is hidden (hence encapsulated) by Algorithm. Furthermore, the rules for encryption (i.e., which one should be used under what circumstance) are also encapsulated.

THE FORCES IN THE STRATEGY PATTERN

If the word “forces” is not clear to you, think of forces as the issues in your problem domain that you need to consider in order to best solve the problem you are facing. In the case of the Strategy pattern, the forces are as follows:

1. Many potential algorithms (business rules) exist.
2. There can be many ways the algorithms vary:
   - Minimal information required to do their tasks
   - Different ways to instantiate them
   - Different situations in which they apply
   - Different persistence implications
3. Our Client (application) should not be encumbered with having to know all of the business rules possible, as this would both add complexity and limit future variation.

Basically, the Strategy pattern says to:

1. Consider the cost of the Client’s knowing which algorithms it uses. This represents the potential savings of the pattern.
2. Consider the cost of making the algorithms interchangeable. This represents the cost of implementing the pattern.
3. Compare the cost to implement the pattern to the savings it will achieve.
4. Decide whether to use the pattern based on this comparison.

This is actually a bit of an oversimplification. Depending on the software development practices you are following, both deciding on what the costs are and how you determine what to do based on them may vary considerably. This is because what you consider to be the savings of the pattern will vary. For example, if you take a “design up front” point of view, you may consider the savings to be all of the savings that will be achieved once the system is complete. In other words, you’ll consider the cost of the Client’s being coupled to the entire set of algorithms to be the cost of all algorithms that the Client will eventually need to know.

However, if you are an Extreme Programmer and are following the mantra “Do the simplest thing that could possibly work,” you will likely consider the cost of only those algorithms that are present in this iteration (and there may be only one algorithm in this iteration).

This “pay now” or “pay later” philosophical difference is often at the heart of why some people say patterns can be harmful. Someone with a design-up-front point of view...
may say, “Hey, I’ve got only one algorithm now, but I’m bound to get others later, so I’ll set up an interface now.” Such individuals believe that putting in effort now to assist where variations can emerge later will save time down the road. The problem with this, however, is that change can happen anywhere later. Following this approach everywhere can both overcomplicate your design and waste time because you often implement things that are never needed.

If you force-fit a pattern into a situation where the pattern doesn’t apply, you are, by definition, not following the pattern.

The Strategy pattern, however, doesn’t suggest this. The pattern describes forces. It is up to you to decide if implementing the pattern is called for. In other words, if you force-fit a pattern into a situation where the pattern doesn’t apply, you are, by definition, not following the pattern. It is therefore not appropriate to say the pattern itself is harmful.

USING THE FORCES WITHOUT THE IMPLEMENTATION

On the other hand, the Strategy pattern can be very useful to an XPer even when he or she writes no code that actually implements the pattern. Consider the previous situation if you were following XP practices. If, in your current iteration, you had only one algorithm to implement, you’d likely have your Client just call it directly. However, you might also recognize this as a likely place to use a Strategy pattern later if there are other algorithms present in future stories. This knowledge would suggest that you take steps now to make it easier to implement the pattern if it is needed later.

Admittedly, XP would say the same thing — its coding practices are geared toward easy code changes. However, the potential need for an implementation of the Strategy pattern underscores this idea and makes you more likely to follow the XP practices you should. Paying attention to this doesn’t take any extra work or code; it just reinforces standard XP practices.

Let’s consider two XP coding practices: “coding by intention” and “once and only once.” Coding by intention says that if, while writing one method, you find you need to implement a function, pretend a method that accomplishes that function already exists. Give it an intention-revealing name, write down an appropriate parameter list, and actually implement it later. “Once and only once” means just that — code things once and only once. In other words, avoid duplication.

Coding by intention will make it easier to implement the Strategy pattern because the object that uses the algorithm (i.e., the object that will become the Context object if the Strategy pattern is ever implemented) will likely end up having a method called something like “runAlgorithm().” Later, if you need to implement the Strategy pattern, you will simply change this to the reference and call required. The once-and-only-once rule will ensure that if there are several steps in calling this algorithm, you will have only one place containing these steps (otherwise you’d have duplication). Thus, knowing that new rules may become available merely reinforces things you should be doing in XP anyway. In other words, knowledge of the Strategy pattern reinforces the good coding rules that XP mandates. It wouldn’t require you to implement the pattern before it is called for.

MISAPPLYING THE STRATEGY PATTERN

The whole idea of incremental development, which is at the heart of XP and all agile processes, implies that we should reject the idea that code must decay in favor of the notion that code can evolve. To do this, however, we must hold ourselves to a rigorous standard. Each time we change the code, we will make it at least a little bit better — and never any worse. This will lead us to use the Strategy pattern.
pattern when it improves the code in some way; for instance, by making the Context object simpler.

Ignoring the forces of the pattern, however, can lead to its improper use regardless of design philosophy. For example, if the algorithms require input data that is widely different for each algorithm, it may take as much (or more) work to resolve them all to a common interface. Handling varying returned data could be just as problematic. This would be akin to forcing a square peg into a round hole and would be counterproductive. Unfortunately, some people will say, “The pattern tells me to do this.” No, it doesn’t. The pattern tells you about forces and a potential implementation. Knowing patterns does not mean you no longer have to think. It just helps you decide what to think about.

To put it another way, the Strategy pattern is about externalizing a variation in order to encapsulate it. Doing so protects the Context object from the variation, but at a cost. If it’s harder to externalize the variation than it is to maintain it in the Context object, then the pattern does not apply. Of course, the pattern tells you this in the first place.

The reason patterns get misused is that people generally misunderstand what they are. They are not “reusable solutions,” even though Design Patterns discusses them as if they are [4]. The Gang of Four wanted to demonstrate that reusable designs (not necessarily reusable implementations) do indeed exist. They did not mean to imply that these designs should be force-fit into new problems. Their way of looking at object-oriented design overall (the “advice from the Gang of Four”) is manifested by the patterns — that is, the patterns are examples of the benefits of this new paradigm. The reason the “patterns aren’t important” is that we’d achieve the same results without them if we followed the principles they proceed from; we’d just take a little longer to get there.

**ANOTHER EXAMPLE OF PATTERNS AS FORCES: THE DECORATOR PATTERN**

The Decorator pattern comes into play when there are a variety of optional functions that can precede or follow another function that is always executed. For example, prior to sending a transmission (which is always done), it may be that you want to encrypt, compress, translate data-check, or do any number of other things in any order. How would you best do this? The Decorator pattern’s implementation tells you to make a linked list of the optional functions ending with the Transmission object. The “decorating” objects should all have the same interface as the Transmission object.

This implementation can actually be a very bad design. For example, let’s say that these “decorators” (i.e., the optional functionality) are created by different development groups. Let’s further state that certain exceptions may be thrown by the system and need to be handled by each of the decorators. In a perfect world, you could have confidence that each of these groups will do what they are supposed to do — catch these exceptions properly. However, what if they do not? What if an exception is thrown, and the group writing the code doesn’t catch it? The entire system may crash at this point.

Another solution is to have the Client object catch the exception. However, this loses some of the value of the Decorator pattern in that your Client object now needs to do more than it did before.

A more robust solution is to implement a collection object that has the same interface as the Transmission object. This calls the “decorators” and catches any required exceptions in case they don’t. In fact, this might have the added advantage of making it so the decorating objects no longer need to have the same interface.

The point is, you can view the Decorator pattern as having the following forces:

1. Several optional functions exist.
2. These decorators may or may not be following all of the rules they should.
3. You need some way to invoke these decorating objects, in different orders as needed, without encumbering the Client object.
4. You don’t want to encumber your application with knowing which of these to use (or even that they exist).

Thinking of the Decorator in this light makes a distinction between the purpose of the Decorator pattern and the implementation of the Decorator pattern.
The value of “named” patterns is more about the name than the pattern. Other professional domains (carpentry, masonry, metallurgy) have specific language that comes from hundreds or thousands of years of tradition. Software development has been around for 40 years at best. Named patterns give us a common vocabulary that helps us to move our activities to the same level of professionalism that these other domains enjoy.

SUMMARY
We have seen that while a pattern has an implementation, it is better not to think of the pattern as being its implementation. If we do think of a pattern as mandating solutions in particular situations, this is not unlike having a hammer and looking for nails. Patterns are about helping us resolve forces in our problem domain, about seeing these forces. Using patterns still requires us to think — in fact, maybe more so. However, knowing patterns helps us know what we should be thinking about. Patterns used improperly can cause damage, but then, in essence, we aren’t using the pattern but rather an incomplete knowledge of patterns. Patterns used properly can only help us, as they encourage us to pay attention to the important issues surrounding the problems we are trying to solve.
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